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ABSTRACT

Internationalization (i18n) and localization (L10n) tests are necessary to guarantee the quality
of software that supports more than one language and is targeted to be launched in the global
market. In this work, we aimed to understand the state of the art and practice of i18n/L10n
testing. To achieve this goal, we conducted a Systematic Mapping Study (SMS) to answer the
following research questions: “What are the main challenges faced by L10n and i18n testers?”,
“What are the most commonly used testing strategies for L10n and i18n testing?”, “What
is the current tooling support for L10n and i18n testing?” and finally, “Are there differences
in L10n and i18n testing techniques depending on the context in which they are applied?”.
The primary studies retrieved by our search string reported that the main challenges faced by
L10n and i18n testers are the lack of scientific research on the topic, high manual labor, very
limited automation support, the cost of fixing internationalization faults, and testing right-to-
left (RTL) languages. The most commonly applied testing strategy is system level testing since
this type of testing is typically performed in the final stages of development. Regarding the
current tooling support for this practice, only four tools were reported in the primary studies
as specialized for the context of L10n and i18n testing. Lastly, the context (mobile, web,
or system) is directly linked to the testing technique applied due to the nuances and unique
challenges of each context. From these results, the lack of materials and tooling support caught
our attention, as it directly impacts the training of novice L10n and i18n testers. Motivated
by this problem, we developed an approach that involved the creation of L10N-TRAINER,
this tool simulates i18n/L10n faults in mobile applications to replicate the issues found during
this type of testing. To evaluate the effectiveness of L10N-TRAINER, we conducted an
empirical study in a real industrial setting. This study with L10N-TRAINER demonstrated
that using our tool improved the performance of the group of participants who were first
introduced to L10n and i18n testing with an application seeded by the tool. The group that
was initially introduced to the practice using the traditional methodology employed by the
company showed stability or a decline in their results, while the group trained first with the
training application improved their discovery of true bugs, increasing from 2 to 5 true bugs.

Keywords: localization; internationalization; software testing; tool; systematic mapping study.



RESUMO

Testes de internacionalização (i18n) e localização (L10n) são necessários para garantir a qual-
idade de um software que suporta mais de um idioma e tem como objetivo ser lançado no
mercado global. Neste trabalho, objetivou-se compreender o estado da arte e prática dos testes
de i18n/L10n. Para atingir tal objetivo, conduziu-se um Mapeamento Sistemático (MS) para
responder às seguintes questões de pesquisa: “Quais os principais desafios enfrentados pelos
testadores de L10n and i18n testing?”, “Quais as estratégias de teste mais comumente us-
adas?”, “Qual é o suporte atual de ferramentas para L10n and i18n testing?” e finalmente,
“Existem diferenças nas técnicas de L10n and i18n testing dependendo do contexto em que
elas são aplicadas?”. Os estudos primários relataram que os principais desafios enfrentados pe-
los testadores de i18n/L10n são: a falta de pesquisas científicas sobre o tema, o alto trabalho
manual, o suporte de automação muito limitado, o custo de corrigir falhas de internacionaliza-
ção e testar idiomas Righ-to-Left (RTL). A estratégia de teste comumente aplicada é o teste
em nível de sistema, visto que esse tipo de teste é normalmente realizado nos estágios finais
de desenvolvimento. Com relação ao suporte atual de ferramentas para esta prática, apenas
quatro ferramentas foram relatadas nos estudos primários como específicas para o contexto de
testes de i18n/L10n. Por fim, o contexto (mobile, web ou sistema) está diretamente ligado à
técnica de teste aplicada devido às nuances e desafios únicos de cada contexto. O desafio da
falta de materiais e ferramentas foi considerado crítico, pois impacta diretamente no treina-
mento de novos testadores. Motivados por este problema, desenvolveu-se uma abordagem que
envolveu a criação da L10N-TRAINER, uma ferramenta que simula falhas de i18n/L10n
em aplicações móveis para replicar os problemas de L10n and i18n testing. Para avaliar a eficá-
cia da L10N-TRAINER, conduziu-se um estudo empírico em um ambiente industrial real.
Esse estudo demonstrou que o uso da ferramenta melhorou o desempenho do grupo de partic-
ipantes apresentados ao teste pela primeira vez com um aplicativo alterado pela ferramenta.
O grupo que inicialmente iniciou a prática utilizando a metodologia tradicional empregada
pela empresa apresentou estabilidade ou queda em seus resultados, enquanto o grupo que foi
treinado inicialmente com o aplicativo de treinamento melhorou sua performance, aumentando
de 2 para 5 bugs encontrados.

Palavras-chave: globalização; localização; internacionalização; teste de software; mapea-
mento sistemático.
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1 INTRODUCTION

1.1 CONTEXT

From a business perspective, developing software that is accessible worldwide is essential
for enhancing a company’s reputation and for expanding their reach. Additionally, globally-
distributed software is vital for promoting inclusiveness as demonstrated by a survey conducted
in 29 countries by Common Sense Advisory (Survey: Consumers prefer their Own Language).
The survey found that 76% of the users prefer products with information in their own lan-
guage and 40% will not buy from websites that are not in their language. To succeed in a
global market, companies must consider adapting their products to the language, culture and
requirements of each country they want to be present in. By doing so, businesses can better
cater to the needs of their target audiences, and improve customer satisfaction.

Products designed for a global market must consider three key processes: Globalization
(g11n), which refers to the software development life-cycle of globally-distributed products;
Internationalization (i18n), which involves designing the software such that it can handle
multiple languages and cultural conventions; and Localization (L10n), which entails adapting
a product to meet the linguistic and cultural needs of the specific country or region in which
it will be used or sold.

Typically, software is first developed in the English language before undergoing the lo-
calization process. During localization, language-specific and culturally relevant elements are
adapted to meet the needs of specific locales. This involves the translation of all relevant text
strings, as well as adjustments to currency formats, date/calendar and time conventions, and
design elements. A locale is as combination of a language and a region: even if Portuguese is
the spoken language in both Brazil (BR) and Portugal (PT), different locales (pt-BR and pt-
PT, respectively) are defined to accommodate the particularities of the use of the Portuguese
language in each country/culture.

The importance of i18n/L10n testing is emphasized by the fact that i18n/L10n failures
are easily noticeable by end-users.

During the L10n process the User Interface (UI) strings can increase in size and cause
differences in the layout when compared with the English version. Another issue that can
occur in this process is the absence of support for languages that use non-ASCII characters
leading to issues such as the one displayed in Figure 1, when the software does not support the
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characters used for those languages and displays empty boxes (know as tofu symbol) instead.

Figure 1 – Missing content due non support of non-ascii characters.

Source: (Confluence).

To identify i18n/L10n issues during the development stage avoiding them reaching the
end user, some L10n and i18n testing techniques are applied (Linguae), such as Linguist

testing, that checks the accuracy of translation within the context, usually this is made by
professional linguists. Besides that, this also involves looking for terminology inconsistencies,
missing content and issues related to date/calendar and time format. Functional testing

verifies the behaviour of the application under the supported locales by the software, a common
validation from this process is to check if the text fields support the input of non-ascii characters
without crashes. Cosmetic testing in turn, aims to find issues related to character display on
the UI. Images, icons and the layout are checked to verify if they are according to the locale
conventions. Issues such as overlapping (Figure 2) are found with this type of testing, later in
Chapter 2 this issue is further described.

Cosmetic issues, despite not impacting in the software’s functionalities in general, need to
be detected during the testing stage since the UI is the way that users interact with the software
to achieve their needs and goals. Ignoring the validation of such issues can indicate negligence
in the software development and be decisive for the success or failure of the software. For
this reason it is important to address these issues during the L10n and i18n testing, and to
achieve this, it is important that the testers are properly trained to detect such failures during
the testing phase.

In this work we performed a study, further described in Chapter 3, in order to identify the
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Figure 2 – Cosmetic issue - Overlapping.

Source: (Github).

main challenges faced by L10n and i18n testers. We find out that training L10n and i18n

testers poses its own set of challenges. Ideally, testers should possess a deep understanding of
different cultures, languages, and technical aspects related to software adaptation. Unfortu-
nately, testers generally lack fluency in all of the languages supported by the Software Under
Test (SUT) (Awwad and Slany 2016). This limitation can make it challenging for them to
differentiate between a genuine failure and an expected behavior when conducting tests on
the SUT in a foreign language. Another requirement for L10n and i18n testers is attention to
detail, in order to look for issues using the shoes of the end user. In this sense, the training of
novice L10n and i18n testers should address the most common failures found when performing
this type of testing, so that the testers are prepared to identify those issues even when not
having knowledge in the tested language.

In this study we aimed to contribute with the L10n and i18n testing community by devel-
oping a tool, the L10N-TRAINER, to aid L10n trainers in the challenge of training novice
testers. Our tool seeds L10n and i18n faults in applications that can be used for training
novice testers. By using our approach the trainer has the opportunity to train a novice tester
using an app that simulates real L10n and i18n failures whilst also stimulating manual and
exploratory test.
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1.2 CONTRIBUTIONS

The main contributions of this work are:

1. A SMS in the field of L10n and i18n testing. By running the elaborated search string we
could find 1073 papers, from this total only 18 were selected as primary studies. These
papers answered the following research questions:

• Q1: What are the main challenges faced by L10n and i18n testing? The works
retrieved in our search pointed four main challenges: the lack of scientific research
in the topic; high manual labor and very limited automation support; the cost of
fixing internationalization faults; and testing right-to-left (RTL) languages. The
lack of research and tooling support directs affects the training of novice testers
due the limited material to rely on.

• Q2: What are the testing strategies most used for L10n and i18n testing? The
vast majority of the papers focused on system testing.

• Q3: What is the current tooling support for L10n and i18n testing? We identified
four tools as specialized tools for the context of L10n and i18n testing.

• Q4: Are there differences between L10n and i18n testing techniques depending on

the context in which they are applied? Given the nuances and unique challenges of

each context there is a need for specialized tools and techniques that are tailored

to each context.

2. The development of L10N-TRAINER, a tool to assist in the training of novice L10n

and i18n testers. The tool seeds L10n/i18n faults in Android or React-Native applica-
tions in order to simulate the failures found during L10n and i18n testing.

3. An empirical evaluation with L10N-TRAINER in a real industrial setting. We per-
formed an empirical study with L10N-TRAINER to evaluate the its effectiveness in
the training of novice testers in a real industrial setting. The evaluation counted with 9
participants that were divided in two groups: group A started to learn about L10n and
i18n testing with an application seeded by L10N-TRAINER and then was trained
following the traditional training approach adopted by the industrial setting. Group B
did the opposite. By following our proposed approach, group A improved their perfor-
mance in finding bugs, from 2 bugs in the training application to 5 in the real industrial
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software. On the other hand, group B showed stability in the results, 3 bugs in the real
industrial software and 3 in the training application. The testers that were exposed to
L10n and i18n testing failures in their training using a more simpler application could
recognize the failures in the production software more easily.

1.3 DISSERTATION ORGANIZATION

This section describes how the subsequent chapters of this work are structured:

• Chapter 2: Presents the main concepts related to this dissertation. The process of
g11n, i18n and L10n are further described and the most common failures found during
L10n and i18n testing are presented, we also give more details about how a globalized
software is tested.

• Chapter 3: In this chapter we relate the steps and main findings of the SMS performed
in this work. We share with the testing community the main challenges faced by the
practitioners of L10n and i18n testing, as well as the tools and techniques used for this
practice according to the literature.

• Chapter 4: The L10N-TRAINER concept, modules and functionalities are presented.
We also describe a walkthrough to familiarize the reader with the tool user interface and
to describe how it is used. The contents of this chapter were partially published in the
Brazilian Symposium on Software Engineering (SBES’23) (Couto and Miranda 2023).

• Chapter 5: Presents the empirical evaluation performed with L10N-TRAINER in
a real industrial setting. We share the empirical study design, pilot results, description
of participants, execution steps, and a discussion of the observed results. The contents
of this chapter were partially published in the Brazilian Symposium on Systematic and
Automated Software Testing (SAST’23) (Couto and Miranda 2023).

• Chapter 6: Concludes our work and discusses our approach limitations, contributions
and future work
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2 BACKGROUND

In this chapter we describe the main concepts and definitions related to this work. We
introduce the concepts of globalization (g11n), internationalization (i18n) and localization
(L10n). After introducing these concepts we present a brief description about how a localized
software is tested. Finally, the most common types of failures revealed by internationalization
and localization testing are presented.

2.1 GLOBALIZATION, INTERNATIONALIZATION, AND LOCALIZATION

Globalization is a term used in Geography to describe how trade and technology have
made the world into a more connected and interdependent place. Furthermore, it captures in
its scope the economic and social changes that have come about as a result (Geographic).
With similar purpose, this term is also used in software development to describe the process
of launching a product into the global market.

Globalization entails a comprehensive and well-structured product development life cycle
that allows the designing of software that can be distributed and used across multiple countries
and cultures. This includes identifying and implementing features that allow the customization
of language and other cultural conventions (LISA 2003). In order to deliver a software to a
global audience, g11n involves two more concepts: Internationalization and localization.

In this sense, internationalization is related to the code design and it is a crucial step
for globalization and localization processes. It is responsible for preparing the software to be
adapted to different languages, regions and cultures without the need of a code version of the
software for each locale supported. By doing the internationalization of the software, it should
be possible to display appropriate date format, characters, numbers, and measure units for a
specific region (Ynion 2020).

To prepare a software to be later localized there are a few good practices recommended,
such as: externalizing the resources, making the layout more flexible for adjusting the UI for
longer translations, changing the code to adhere to different locale formats (names, dates,
units and so on) and having bidirectional support for RTL locales (locales where the reading
is done from right to left). Figure 3 shows an example of UI adapted to RTL.

The code in Listing 2.1 displays an example of the i18n process in practice. Instead of
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Figure 3 – LTR and RTL versions of contacts app UI.

(a) LTR UI version. (b) RTL UI version.

Source: (Design).

using hard-coded strings for “Good Morning”, the key hello_world is used to automatically
retrieve the string value for each target language without requiring fundamental engineering
changes. When executing the code, the application loads the data related to the chosen
application/system idiom. This process is illustrated in Figure 4.

1 /*

Localizable.strings (Portuguese)

3 */

"hello_world" = "Bom dia!";

5

/*

7 Localizable.strings (English)

*/

9 "hello_world" = "Good Morning!";

11 let greetingsId = "hello_world"

let goodMorning = NSLocalizedString(greetingsId , comment: "")

13

print(goodMorning)

Listing 2.1 – Internationalized code example

Although Internationalization seems to be a labour-intensive task, typically is a one-time
cost. So the more languages and cultures a product is localized to, the greater the return on
investment for internationalization (Krukowski).
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Figure 4 – Example of i18n process.

Source: (Krukowski).

Localization is the process of modifying the software to account for differences in distinct
markets. While translation is a crucial aspect of localization, it is just one part of a broader
process that encompasses various modifications to the software. This can include making
changes to the software to accommodate local cultural conventions, such as adapting images
or colors to be more appropriate for a specific culture. For example, sometimes the name of a
software or feature needs to be changed to adapt it to some regions where the terminologies
used might be considered offensive in that culture.

L10n also takes in consideration the context whilst translating the strings. Slang or popular
saying needs to be adapted to the culture in order keep their meaning. A good example of
this, that is beyond software development, is the localization of movies and video games.
Frequently, movies scenes need to be modified into the country’s local language or the scene
won’t hold the same emotional resonance or laugh factor. For example, Figure 5 displays a
scene of the “Monsters University” movie, in the original setting Figure 5a and the localized
Brazilian Portuguese version Figure 5b. The grade “A+” used in the original scene was replaced
by a smile face in the variant in order to make more sense for that country’s audience. This
example is also a good model of a simple way to apply localization. Instead of using the grades
patterns adopted by each country, Pixar used the simple strategy of replacing the grade by the
smiling face drawing. This example shows in practice why localization is important not only
for software, but for globalized products in general, because it is directly linked to the user
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experience.

Figure 5 – Monsters university movie localization example.

(a) English version scene. (b) Brazilian Portuguese version scene.

Source: (Pixar).

2.2 TESTING LOCALIZED SOFTWARE

To ensure software quality and reinforce that software meets the conventions and require-
ments of a specific culture, it is essential to conduct i18n and L10n testing. This is particularly
important because i18n and L10n failures are easily noticeable by end-users. These failures
may lead to a poor user experience and ultimately damage a company’s reputation.

According to Ramler and Hoschek (Ramler and Hoschek 2017) L10n testing is rarely in-
vestigated in scientific work and there are only a few reports on automated approaches
for L10n testing providing very little empirical results or practical advice. Awwad and
Slany (Awwad and Slany 2016) relate that some companies and developers do not test their
applications from the perspective of i18n/L10n at all, either automatically or manually. The
lack of material and information about this testing strategy turns into a limiting factor for the
spread of the practice.

Performing i18n and L10n testing can be challenging and time-consuming due to the
number of tests required, which is directly proportional to the number of supported locales.
Following the localization process, multiple variants of the software are typically created and
tested, with one variant for each supported locale. For example, the scope of the L10n and
i18n testing is directly related to the number of languages supported by the SUT. For instance,
if the SUT supports 20 languages and there are 50 test cases in the L10n/i18n test suite,
the tester has to perform 1000 test cases (20 languages times 50 test cases). For this reason,
i18n and L10n testing are strong candidates for test automation. Another major challenge is
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the fact that general testers do not have fluency in all of the target languages, so it is difficult
for them to discern between true positive and false positive bugs.

Usually, L10n and i18n testing is performed at the early stage of development since most of
the failures of this type of testing are only visible on the UI. Another fact that delays the L10n

and i18n testing is the final definition of the strings used in the software. When an application
is under development, some strings from the source might be altered, the ideal is leaving
the L10n to end steps in order to avoid costs re-translating the modified strings (Microsoft).
The L10n process is considered expensive, because to assure the quality of the localized text
linguistics professionals are needed for each supported locale of the application. Besides, in
some cases the fixing of L10n issues is performed by those professionals and this labour is
expensive, with hourly rates for these professionals reaching $77 per hour (Tarasiewicz). This
cost impacts in the final price of performing L10n and i18n testing, which might affect the
dissemination of this practice.

As previously stated, L10n and i18n testing industrial practice are rarely addressed in the
literature which makes the testing strategies for this practice unclear. In gray literature the
listing strategies for this type of testing involves (Microsoft):

• Comparing the localized version of the UI with the source (English) in order to find
discrepancies on the UI elements.

• Verifying inputting, storing, processing, and outputting multilingual text with no data
loss.

• Checking the user interface elements to verify if they are respected, including mirroring
and text rendering.

• Verifying the proper handling of language settings such as date, time, number and
currency formatting, calendar and sorting settings.

2.3 LOCALIZATION AND INTERNATIONALIZATION FAILURES

In this section the most common failures found during L10n and i18n testing are described.
The issues are very noticeable for the software’s end user since they are highly visible on the
UI. Sometimes, these failures are classified as cosmetic, mostly because they do not influence
the functionalities of the software. However, they indicate negligence during the software
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development. For better comparison and understanding, in some of our examples representing
the failures, we presented the source version of the UI ( English language) and the localized
version with the failure side by side.

Frequently, it is difficult, even for professionals, to classify the failures into L10n failures or
i18n failures, mostly because the classifier factor will only be discovered when the root cause
of the issue is further investigated. For example, a missing translation can be an outcome of a
hard-coded string in the software, and this is a i18n fault. However, if the string is not hard-
coded and the issue happens because the string was missing or delayed during the translation
process, it is a failure. The tester that performs black box testing, without having access to
the code of the application is not able to classify the issue into the categories when reporting
it. For this reason we did not classify the following issues into i18n or L10n issues. This
classification is also not addressed frequently in the literature; Š Packevičius and colleagues
(40) describe a series of i18n and L10n failures, however, they depict them solely based on
a list of UI defects, without adhering to any documentation related to i18n and L10n testing
or classifying them.

2.3.1 Ellipsis

Ellipsis are very common in a software that has been through the process of i18n and
L10n. In fact, during the translation process, the size of a string can expand from 100% to
200% in another language (IBM). This increase in the string’s size is often the root cause of
ellipsis, that happens when a string does not fit in the layout and the three dots sign is used
as a way to indicate that the string continues, see the visual representation in Figure 6.

Although ellipsis are used as a system resource for larger translations, there are scenarios
that need to be handled carefully. The first one is when the string is truncated by the ellipsis
in the middle of a word resulting in a swearword, this can be negative for the software and
publicity damaging for the developer.

The other scenario is when the string is cropped by the ellipsis leaving the end user without
enough instructions to perform an action. This affects directly the usability of the software
and can be a decisive fact for a software success.
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Figure 6 – Ellipsis issue.

(a) English version of Instagram profile screen. (b) Russian version of Instagram profile screen.

Source: Created by the author.

2.3.2 Truncation

Truncation failure is a bit similar to ellipsis, however, in this issue the string is partially
cropped by the layout without using ellipsis sign. Figure 7 displays an example of truncation
issue, the full Portuguese text for the button should be “Concordo com estes termos”, however,
the string is not fully displayed in the button. The root cause of this issue often happens when
the layout is not prepared to support longer translations. The identification of this failure is
tricky because the text might seem to be completely shown, however a piece of the string is
hidden by the layout. There are some cases that the identification of this issue is only noticed
by L10n and i18n testing strategies, such as visually checking how longer translations are
displayed on the UI.
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Figure 7 – Example of truncation issue.

Source: Created by the author.

2.3.3 Overlapping

In the same line of root cause of truncation and ellipsis, the overlapping issue is also derived
from the increase of the strings during translations. This issue happens when the UI elements
try to support longer translations and overlap other UI elements, an example of this issue
is present in Figure 8. Usually, to solve this issue the string needs to be shortened without
modifying its meaning, when this is not possible, it is needed to re-adapt the application layout.

2.3.4 Missing translation

Missing translation occurs when some strings are not translated from the source language
to the target language and the UI presents content in both source and target language. See
an example of this failure in Figure 9, note that some strings from the screens are in English
language and other are localized in Brazilian Portuguese. It is important to highlight that this
is not applicable to strings that are propositional left in the source language, such as nouns,
brand, feature’s name, and technologies (e.g Bluetooth) names. An example of the last one
is presented in the third image from Figure 9, the string "Proxy" not being translated is not
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Figure 8 – Example of overlapping issue.

(a) English version of Instagram profile screen. (b) Greek version of Instagram profile screen.

Source: Created by the author.

considered an issue since it is a technology term without translation.

2.3.5 Data format issues

Data format issues are related to units (such as temperature, memory size, frequency, time)
and date/calendar format that does not follow the locale expected pattern. For example, in
Figure 10, the application is set to pt-BR and the expected pattern for date in Brazil is
(day-month-year), however, the date is following the North American pattern that is (month-
day-year).
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Figure 9 – Missing translation issue for an application configured for Brazilian Portuguese.

Source: Created by the author.

Figure 10 – String following LTR pattern instead of RTL.

Source: Created by the author.

2.3.6 Out of context translation

The process of localizing a software can be very expensive since translating the strings
while taking into consideration the context and culture of the target regions requires highly
specialized professionals, such as linguists. Due this cost associated, some developers choose
to do the translations of the strings using Machine Translation (MT) techniques or translation
engines, as result from this operation the translations might get out of the context. A word in
English can have two or more translations in other languages depending of the context. For
instance, the word “fits” can be applied in the context of something that can be embedded
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inside another thing, and it can also be used to say that something does not match with
another thing. If we merely translate a sentence using this word without taking into account its
meaning in the context, the result could be something completely different from the expected.
To illustrate, Figure 11 displays two cases were the end user used google translate in a web
page to translate its content into Brazilian Portuguese. The abbreviation for Brazil “(BRA)”
was translated as “sutiã”, that is the an undergarment worn to support the breasts. Also, the
abbreviation for Cuba “(CUB)” was translated as “filhote”, that is the same as pup.

Figure 11 – Out of context translation for the abbreviation “BRA”.

Source: Created by the author.

2.3.7 Grammar related issues

Probably this one of the most difficult issue for the L10n and i18n testers to identify, unless
the practitioner is native or specialized in the tested target language. Usually, the identification
of such problems are only caught by linguists or end-users since it is almost impossible for the
testers to have knowledge in all languages supported by the software.

2.3.7.1 Wrong syllabification

The wrong syllabification happens when wrapping words do not fit on the UI elements.
It is trickier to the tester to determine if the word is correctly syllabicated when having no
or basic knowledge in the tested idiom. In Figure 12 the word “compartilhar” is broken into
multiple lines and the syllabification is wrong, it should be com-par-ti-lhar.
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Figure 12 – Example of wrong syllabification issue.

(a) English version of Whatsapp contact screen. (b) Brazilian Portuguese version of Whatsapp contact
screen.

Source: Created by the author.

2.3.7.2 Grammatical gender and plural/singular

Most of the nouns in the English language do not have a gender, when localizing a software
to another idiom using this language as source, grammatical gender issues can result from this
process. Beyond this, another issue that might occur is the use of plural for singular objects,
or the inverse. For example, in Figure 13 counting of the itens is wrong, “1 itens”, when it
should be “1 iten” for singular.

Figure 13 – Wrong pluralization for item in pt-br.

Source: Created by the author.
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2.3.7.3 Punctuation rules

There are specific punctuation rules associated with languages that might be missing after
the localization. For example, for Spanish the use of question and exclamation marks is used
in the beginning and end of a sentence.

2.3.8 Inconsistency of terms

The inconsistency of terms happens when the strings are translated and a discrepancy of
terms used for a same word occurs. Although the meaning of the words is the same, it can be
confusing for the user or provide inconsistency in the instructions that use these terminologies.
For example, in Figure 14 the terms “becape” and “backup” are used for the English word
‘backup’.

Figure 14 – Term inconsistency for the word “Backup”.

Source: Created by the author.

Besides this example, the inconsistency also can occur in terms that are sometimes written
with a capitalized first letter and in other occasions written with minuscule letters.
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2.3.9 RTL specific faults

There are some regions in the world where reading is made from the right to the left,
this cultural aspect should also be taken in account into the i18n and L10n of the software
developed for those regions. The RTL related issues can be related to UI not being mirrored,
strings following the LTR pattern and scrolling actions being done in the wrong direction. In
the example of Figure 15 the strings highlighted in red are following the LTR pattern, they
should be right aligned such as the contacts icons.

Figure 15 – String following LTR pattern instead of RTL.

Source: Created by the author.

2.4 CONCLUDING REMARKS

In this chapter we presented the concepts of globalization, localization and internation-
alization. The process and some challenges of L10n and i18n testing were briefly discussed
and some of the most common failures found during this type of testing were introduced and
illustrated.
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3 RELATED WORK

To comprehend the state-of-the-art and practice of L10n and i18n testing, we conducted
a SMS. This chapter delineates the protocol, results, and findings derived from this study. We
searched primary studies on i18n and L10n testing by querying the Scopus database, and by
performing a backward snowballing cycle. We started with a set of 1073 papers and, after
applying our inclusion/exclusion and quality evaluation criteria, we selected a final set of 18

primary studies. In the following we provide both a quantitative analysis, and a qualitative
evaluation of i18n and L10n testing, from the perspective of the challenges, testing strategies,
tooling support, and contextual differences reported by the selected studies.

3.1 SYSTEMATIC MAPPING PROTOCOL

In this section we outline the methodology employed for conducting our study, which
involved a Systematic Mapping Study. Our approach largely adhered to the guidelines pro-
posed by Kitchenham and Charter (Kitchenham and Charters 2007) and Petersen et al.
(Petersen et al. 2008). Figure 16 shows the number of papers that were considered through-
out each step of this mapping study. For comprehensive details on the study protocol and
all the materials employed in this study (including studies selection, quality assessment, data
extraction, and data synthesis), we have compiled a replication package that is accessible for
reference 1.

Figure 16 – The selection procedure.

Snowballing
(40)

Quality evaluation
(18)

Search
(1073)

IC/EC based
on title and abstract

(72)

IC/EC based
on full-text reading

(24)

Source: Created by the author.

3.1.1 Research questions

The primary aim of this Systematic Mapping Study is to examine the current state-of-
the-art in internationalization and localization testing. With this objective in mind, we have
formulated the following research questions to guide our investigation:
1 <https://github.com/RaquelCouto/Msc-L10N-Trainer>

https://github.com/RaquelCouto/Msc-L10N-Trainer
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• RQ1: What are the main challenges faced by i18n and L10n testing?

• RQ2: What are the testing strategies most used for i18n and L10n testing?

• RQ3: What is the current tooling support for i18n and L10n testing?

• RQ4: Are there differences between i18n and L10n testing techniques depending on the
context in which they are applied (e.g., mobile, web, desktop applications)?

3.1.2 Search strategy

By following the recommendations of Mourão et al. (Mourão et al. 2020), we adopt a
hybrid search strategy that combines the use of Scopus with Parallel Snowballing. Their study
found that this approach strikes the appropriate balance between precision and recall in the
search process.

In this section, our focus is specifically on the methodological aspects of the search strategy
related to the Scopus search engine. The specific methodology employed for the snowballing
process will be discussed in Section 3.1.4.

After careful discussion, we decided that the search string to search for studies in Scopus
should have the following main terms: localization/internationalization and software test. Then,
we added synonyms for each term (e.g. , multilingual, globalization) and wildcards like ? that
replaces a single character anywhere in a word (e.g., locali?ation matches both localization
and localisation), as well as * that replaces multiple characters anywhere in a word (e.g. test*
matches test, testing, tester, among others). Also, we limited the search to the Computing

subject area only, and explicitly excluded results related to fault localization, bug localization,
and indoor localization since we observed that there were an intractable amount of false
positives on these topics, that are clearly out of scope of this research.

Following is the search string we defined to search in Scopus, which returned 1073 papers
in March, 24th of 2022. An spreadsheet with all those papers is available online 1.

TITLE-ABS-KEY ( ( locali?ation OR internationali?ation OR globali?ation OR multilingual OR

L10n OR i18n OR g11n ) AND ( software AND test* ) AND NOT ( “fault locali?ation” OR

“bug locali?ation” OR “indoor locali?ation” ) ) AND ( LIMIT-TO ( SUBJAREA , “COMP” )
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3.1.3 Selection procedure

The search in Scopus yielded a total of 1073 papers, which were then utilized as input for
the selection procedure. The selection procedure, following the recommendation of Kitchenham
and Charter (Kitchenham and Charters 2007), consisted of two steps conducted in pairs to
minimize subjectivity. To assess the inter-rater reliability of each step, Cohen’s Kappa Test
(Viera and Garrett 2005) was employed.

In the first step, we analyzed the papers’ titles and abstracts only, excluding those that were
clearly out of the scope of this research. When in doubt, we kept the papers for a more detailed
analysis in the second step. The Kappa statistics for this step was 0.97, which shows a almost

perfect level of agreement according to the Kappa reference table (Viera and Garrett 2005).
After completing the first step, we excluded 1001 papers, resulting in 72 remaining papers for
the second step. Although we attempted to exclude papers not relevant to L10n/i18n testing
by incorporating specific keywords into our search string, the most of papers excluded in this
step were unrelated to the topic; instead, they focused on studies related to GPS applied to
robotics. The spreadsheet used for this step is available online 1.

In the second step, a comprehensive analysis of the paper’s complete content enabled us
to exclude 48 papers, leaving us with a total of 24 papers for further consideration. The Kappa
statistics for this step was 0.73, which shows a substantial level of agreement according to the
Kappa reference table (Viera and Garrett 2005). The spreadsheet used for this step is available
online1.

The process of selecting studies for inclusion in this research followed a set of well-defined
inclusion and exclusion criteria. The inclusion criteria were designed to identify scientific pa-
pers specifically related to localization and internationalization testing, written in the English
language, and providing insights relevant to at least one of our research questions. Conversely,
the exclusion criteria were applied to exclude proceedings, retracted papers, non-scientific pa-
pers, and any papers that did not address at least one of our research questions. By applying
these criteria, we ensured that the selected studies align with the focus and objectives of our
research.
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3.1.4 Snowballing

Traditional snowballing technique starts with a seed set – which is a set of papers related
to a topic – and recursively looks at relevant papers on the seed set references’ list (a.k.a
backward snowballing, or simply BSB), as well search for additional papers looking at the
papers citing the seed set (a.k.a forward snowballing, or simply FSB) (8). The recursion ends
when an iteration results in no new relevant paper.

However, Mourão et al.(Mourão et al. 2017) introduced the concept of Parallel Snow-
balling (PSB), which, as the name suggests, conducts BSB and FSB in parallel. In parallel
snowballing papers obtained with BSB are not eligible for FSB, and vice-versa. Given the proven
effectiveness of the PSB approach as demonstrated in previous studies (Mourão et al. 2020),
we decided to adopt this approach for our study.

The initial seed set for our study consists of 24 papers selected through the selection
procedure. The BSB demanded 2 iterations, and in the end added 7 papers. While the FSB
demanded 3 iterations, and added 9 papers. Overall, both the BSB and FSB contributed with
16 new papers to the initial seed set, resulting in a total of 40 relevant papers for our mapping
study. The spreadsheet we used to conduct the snowballing is available online1.

3.1.5 Quality assessment

To ensure the inclusion of high-quality papers with substantial empirical evidence, Kitchen-
ham and Charter (Kitchenham and Charters 2007) recommend that researchers develop an
instrument to assess the quality of studies to be included in a secondary study.

The quality assessment instrument we created for this study is based on recommen-
dations of Kitchenham and Charter’s (Kitchenham and Charters 2007), and also on other
similar instruments for secondary studies published recently (19; Amna and Poels 2022;
Lewowski and Madeyski 2022). Table 1 presents the criteria we defined for the quality as-
sessment instrument.

To evaluate each criterion, we have adopted a scale consisting of three categories: Yes
(Y) assigned 1.0 point, No (N) assigned 0.0 points, and Partially (P) assigned 0.5 point.
However, different criteria have different weights. The weight of each criterion is shown in
Table 1. The total score of a paper is the weighted average of the criteria. We defined 0.7 as
the quality threshold, which means that any paper scoring below 0.7 in the quality assessment
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was excluded from the study. After conducting the quality assessment, we excluded 22 papers,
resulting in 18 papers that, indeed, were included in this mapping study. The spreadsheet we
used to conduct the quality assessment is available online1.

Table 1 – Quality criteria with attributed weights.

Quality Evaluation Weight

Q1. Is the problem well defined? 1
Q2. Does the paper have clearly stated aims and objectives? 1
Q3. Does the paper provide a clear statement of findings? 2
Q4. Is there adequate discussion of related studies? 1
Q5. Does the paper follow a research method/design that supports the aims? 2
Q6. Does the paper provide a clear context (e.g., industry or laboratory setting)? 1
Q7. Is the knowledge claim validated empirically? 2
Q8. Does it follow any guideline? 1
Q9. Does the paper explicitly discuss its limitations? 1

Source: Elaborated by the author.

3.1.6 Extraction procedure

To ensure the accuracy and reliability of the extracted data from the selected studies, a two-
step verification process was implemented. The first author of this paper was responsible for
initially extracting the data, including bibliographical information, research questions (RQs)-
related data, and complementary information. Following this, the third author of this paper
conducted a comprehensive review of the extracted data, serving as a double check to ensure its
accuracy and consistency. This rigorous verification process helps minimize errors and enhances
the reliability of the data used in this study. The extracted items are presented in Table 2,
with further details available in the replication package.

3.1.7 Synthesis procedure

Based on the the data extracted from the selected studies, the first author of this paper
conducted an open coding aligned with a focused coding and constant comparison approach
(Merriam and Tisdell 2015) to synthesize the findings and answer our research questions. We
identified the codes and analyzed the papers, gathering the data that was directly related to
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Table 2 – Data extraction form.

Bibliographical Information about the paper identification

DOI DOI of the paper
Title The tilte of the paper
Year The publication year
Authors The authors list
Org./country Institution and country of the paper authors

Research Ques-
tions

Challenges, strategies, tooling suport, and context

Challenges What are the main challenges faced by i18n and l10n testing? (RQ1)
Strategies What are the testing strategies most used for i18n and l10n testing?

(RQ2)
Tooling What is the current tooling support for i18n and l10n testing? (RQ3)
Context Are there differences between i18n and l10n testing techniques depend-

ing on the context in which they are applied (e.g., mobile, web, desktop
applications)? (RQ4)

Extra Future work and additional relevant information

SW Type What is the type of software tested under i18n and l10n strategies?
Future Work What is planned as future work?
Extra Info Any relevant further information.

Source: Elaborated by the author.

the codes. Again, the third author reviewed the synthesis procedure to mitigate any personal
bias.

3.1.8 Discussion

In this Section, we provide answers to the posed research questions.

3.1.8.1 RQ1: Challenges

We have identified four main challenges faced by localization and internationalization test-
ing: i) lack of scientific research conducted on the topic; ii) high manual labor and very limited
automation support; iii) the cost of fixing internationalization faults; iv) and testing right-to-
left (RTL) languages.

Among the surveyed primary studies, eight papers cited the lack of scientific research
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Table 3 – Selected studies. Column “Type” classifies the studies into (J)ournal, (C)onference, or (W)orkshop.

ID Year Authors Title Type

PS1 2021 Schindler et al. Towards continuous deployment of a multilingual mobile app J
PS2 2021 Mahajan et al. Effective automated repair of internationalization presentation failures in web

applications using style similarity clustering and search-based techniques
J

PS3 2020 Santos et al. Bug! Falha! Bachi! Fallo! Défaut!! What about internationalization testing
in the software industry?

C

PS4 2020 Escobar-
Velásquez et
al.

An Empirical Study of i18n Collateral Changes and Bugs in GUIs of Android
apps

C

PS5 2019 Ali Behavior-driven development as an error-reduction practice for mobile appli-
cation testing

J

PS6 2019 Alameer et al. Efficiently repairing internationalization presentation failures by solving lay-
out constraints

C

PS7 2017 Ramler and
Hoscheck

Process and Tool Support for Internationalization and Localization Testing
in Software Product Development

C

PS8 2017 Ramler and
Hoscheck

How to Test in Sixteen Languages? Automation Support for Localization
Testing

C

PS9 2016 Alameer et al. Detecting and Localizing Internationalization Presentation Failures in Web
Applications

C

PS10 2016 Varouqa and
Hammo

WIT: Weka interface translator J

PS11 2016 Martinez et al. Automated Localisation Testing in Industry with Test* C
PS12 2013 Xia et al. Software internationalization and localization: An industrial experience C
PS13 2011 Ping et al. Integration of cultural dimensions into software localisation testing of assis-

tive technology for deaf children
C

PS14 2009 El-Kadi and
Badreddin

Grup - A globalized approach to software engineering J

PS15 2009 Zou and Liu Chinese localisation of Evergreen: An open source integrated library system J
PS16 2008 Abufardeh and

Magel
Software localization: the challenging aspects of Arabic to the localization
process (arabization)

C

PS17 2004 Hogan et al. key chalenges in software localization W
PS18 1998 Carey Creating global software: a conspectus and review J

Source: Elaborated by the author.

conducted on the topic and, consequently, the lack of empirical results available in the litera-
ture (PS4; PS5; PS7; PS8; PS3; PS1; PS12; PS17). The shortage of research leads to a lack
of understanding of best practices, challenges, and solutions for i18n and l10n testing. This
lack of understanding, in its turn, can result in inefficient and ineffective i18n and l10n testing
processes. Although L10n/i18n testers need highly specialized skills (PS17), it is extremely
challenging for them to be proficient in all the languages supported by the software, and the
lack of scientific research and empirical results in this field poses a significant problem for
training activities, as professionals find it challenging to obtain necessary resources, tools, and
materials (PS3).

Another challenge identified was the high amount of manual labor required and limited
automation support. The primary studies (PS7; PS8) call attention to the low number of
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automated approaches currently available. Since most of i18n/L10n failures (e.g., overlapping,
ellipsis, truncation) are only visible at the user interface level, manual validation may still be
necessary in some contexts. However, given that the number of L10n test cases can greatly
increase depending on the number of locales supported by the software, the availability of
automation support would be highly desirable.

The cost of fixing internationalization faults is also a challenge raised by the primary
study (PS5). As reported in (PS5), the cost of fixing a i18n fault can be as high as 30
times the cost of handling the potential fault up-front. This may be due to the fact that
when translating a string from English to the target language, the length of the translated
string can often be longer than the original English string, sometimes increasing in size from
100% up to 200% (IBM). When the UI is not designed to handle the increased length of
the localized string, it can cause overlap with other UI elements, display ellipses, or truncate
important information. A way to address this type of issue is by sending the translated string
to a linguist specialized in the target language to help reduce its size. However, this can be
a costly process. Although this challenge was only mentioned in one of the primary studies
surveyed, it is consistent with other research on software testing that has shown that the earlier
a fault is identified, the less expensive it is to fix it.

Another challenge identified was that of testing Right-to-Left (RTL) languages (PS1;
PS5; PS16; PS18; PS10). Despite Arabic being the sixth most spoken language in the world
(The 12 most spoken languages in the world), the authors of (PS16) claim that the quality of
Arabic localization (or “arabization”) is still very poor and does not meet minimum quality
standards found in other localized software. The authors mention that even in big tech compa-
nies, such as IBM and Microsoft, the quality level for the Arabic language is barely adequate.
The authors attribute this poor quality to the neglect of particularities of the Arabic language
during the internationalization and localization process, which makes it difficult for developers
and testers to produce high-quality RTL localized variants.

We identified four main challenges faced by localization and internationalization testing: the
lack of scientific research conducted on the topic; high manual labor and very limited

automation support; the cost of fixing internationalization faults; and testing right-to-left
(RTL) languages.
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3.1.8.2 RQ2: Strategies

For answering RQ2, the primary studies were classified according to their test target,
namely system, integration, or unit testing. Considering the primary studies that explicitly
mention the test target, the vast majority of the studies (11 out of 18) focus on system
testing (PS1; PS2; PS4; PS7; PS8; PS9; PS3; PS10; PS11; PS12; PS13). One primary study
concentrates only at the unit testing level (PS5); and one study reported the adoption of i18n
and l10n testing at both unit and system levels (PS12). The results observed are in line with the
common practice of performing i18n and l10n testing at later stages of development, when
the functional requirements and user interface have been finalized. This is because failures
identified through i18n and l10n testing are typically highly visible on the UI.

Considering the primary studies that explicitly mention the test target, the vast majority of
the studies focus on system testing, which is aligned with the common practice of

performing i18n and l10n testing at later stages of development.

3.1.8.3 RQ3: Tooling

To answer this question, we have collected all the tools reported by the primary studies
for the automation of internationalization and localization testing. The reported tools can be
divided into two categories: tools developed specifically for i18n and l10n testing (PS4; PS8;
PS9; PS11), and generic tools that were applied in the context of i18n and l10n testing. Below
we describe each of these tools:

• Test* (PS11): a testing tool that automatically and dynamically generates, executes and
verifies test sequences based on a tree model that is derived from the software’s user
interface through assistive technologies. In (PS11) the authors use Test* to find failures
such as words that are inconsistent between Spanish from Spain and Latin America.

• ITdroid (PS4): a tool for automatically translating strings and detecting bad practices
and collateral changes introduced in the GUI of Android apps after translation. The
tool is also able to indicate hard-coded strings by performing static analysis on the
application.

• Gwali (PS9): A tool to detect Internationalization presentation failures in web applica-
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tions. It works by comparing the user interface of an application in different languages
and detecting inconsistencies in the layout. (PS6) and (PS2) reported the use of Gwali
to find i18n failures and the use of that information for repairing the identified i18n

issues.

• In (PS8) the authors report the use of scripts that browse the UI, take screenshots of the
visited screens and extract data such as text strings, size and position of its elements.
The scripts are executed for the English version of the software and later for the localized
version. After that, a comparison is made in order to find UI inconsistencies.

• Cucumber: an open source tool for test automation in the context of behavior-driven
development (BDD). In (PS5) Cucumber was used to automate concrete executable
specifications to evaluate an app with Righ-to-Left languages.

• Espresso, Robotium, Junit: testing frameworks for the Android platform. In (PS5) these
frameworks were used to automate the UI testing of an internationalized app.

The tooling support for i18n and l10n testing is very limited, which could indicate a lack of
attention given to this type of testing. Out of the surveyed primary studies, only four tools
were identified as specialized tools for the context of i18n and l10n testing. This suggests

that more research and development are needed.

3.1.8.4 RQ4: Context

RQ4 is concerned with the context where i18n and L10n testing are applied, in order to
understand if the strategies of this type of testing change based on the context. We identified
three main contexts: Web (PS2; PS6; PS9; PS11), Desktop (PS7; PS8; PS10; PS12; PS13),
and Mobile (PS1; PS4; PS5; PS3).

While the basic principles of i18n and L10n testing apply to all the identified contexts,
there are nuances and unique challenges for each type of application. For example, mobile
devices often have touchscreens with virtual keyboards, while web and desktop applications
typically use physical keyboards. This can affect the way text is inputted and displayed, and
can affect how the application handles different languages.
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We identified three main contexts for i18n and L10n testing: web, desktop, and mobile.
Given the nuances and unique challenges of each context there is a need for specialized tools
and techniques that are tailored to each context to ensure effective i18n and L10n testing.

3.1.9 Challenges and opportunities

In this section we summarize the main challenges and opportunities we identified in our
systematic mapping study.

(CH1) Challenge #1: Lack of tooling support. The process of i18n and L10n testing
typically involves testing a large number of supported locales, which can result in the need for
large test suites. Therefore, automation can be a strong candidate for ensuring effective and
efficient testing. However, the current tooling support for this type of test is still limited and
needs further development.

(CH2) Challenge #2: Lack of support material. As highlighted by (PS7; PS5; PS3;
PS8), there is a notable lack of empirical studies and practical guidance on the topic of i18n
and L10n testing. This gap in research and empirical results leads to a lack of understanding
of best practices, challenges, and solutions for i18n and L10n testing. Such gap can result
in inefficient and ineffective i18n and L10n testing processes, hindering the development of
high-quality localized software products.

(CH3) Challenge #3: Testers training and qualification. The field of i18n and L10n
testing is not as widely recognized or studied as other types of testing, which can make
it difficult for new professionals to find relevant resources and guidance. In i18n and L10n
testing, it is often necessary to reference data/hour standards, linguistic and cultural aspects,
and other information that may not be easily accessible or consolidated in a single resource.
Another important aspect of i18n and L10n testing is the need for empathy and understanding
of different cultures and user perspectives. Testers must be able to put themselves in the shoes
of users from different cultural backgrounds and use the localized software as if they were the
end users. For example, a tester used to a left-to-right interface must be able to test a right-to-
left software with consideration for its target users. This cultural aspect should be addressed
in the training and development of i18n/ testers.

(CH4) Challenge #4: Unbalanced support for different locales. The support for
i18n and L10n testing varies across different locales. For instance, even though Arabic is
the sixth most spoken language in the world, the available support material for right-to-left
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(RTL) locales is not as comprehensive as for other languages (Abufardeh and Magel 2008).
This imbalance can be attributed in part to the dominance of certain languages in the global
economic scenario. However, it is important to strive for a more balanced support for i18n
and L10n testing across different locales, in order to ensure that all users, regardless of their
language and cultural background, have access to high-quality and localized software.

(OP1) Opportunity #1: Tools development. This opportunity is related to the chal-
lenge CH1. Given the limited tooling support for i18n and L10n testing, the development of
specialized tools represents an opportunity for both academics and practitioners to contribute
to the field and improve the efficiency and effectiveness of i18n and L10n testing processes.

(OP2) Opportunity #2: Producing support material. There is a clear research gap
in the field of i18n and L10n testing. Some of the primary studies reviewed highlight the need
for further research. A quick search on academic search engines can show that the number of
studies focused on i18n and L10n testing is relatively low compared to other testing topics.
More research is needed to advance the field of i18n and L10n testing and this represents an
opportunity to researchers.

(OP3) Opportunity #3: Exploring new technologies. The emergence and prolifer-
ation of large language models (LLMs) have the potential to revolutionize the field of i18n
and L10n testing. Some companies currently rely on machine translation (MT) to trans-
late software strings, which can save costs but sometimes leads to inaccurate translations
(Mulero et al. 2012). If LLMs can be developed as a more reliable alternative for localizing
strings, they could represent a significant opportunity for both practitioners and researchers in
the field.

3.1.10 Threats to Validity

Secondary studies play a crucial role in synthesizing existing knowledge and identifying
research gaps in a particular domain. However, these studies may suffer from validity threats
that can compromise the accuracy and reliability of their findings. To ensure the validity of this
mapping study, we followed the guidelines proposed by (Ampatzoglou et al. 2019) to mitigate
the three main categories of validity threats to secondary studies: study selection validity, data
validity, and research validity.

Study Selection Validity : To avoid biases in the selection of primary studies, we adopted
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a state-of-art search strategy evaluated by (Mourão et al. 2020), which combines automatic
search in the Scopus search engine with parallel Snowballing. We also conducted the selection
procedure in pairs to reduce personal subjectivity during the analysis of papers. Additionally,
we applied systematic voting, discussion among authors during conflict resolution meetings,
random paper screening, and inclusion/exclusion criteria in the review protocol.

Data Validity : To ensure the accuracy and reliability of the extraction and synthesis
procedures, we assessed the quality of relevant studies and conducted reliability checks
(Ampatzoglou et al. 2019). The extraction and synthesis procedures were also reviewed by
another researcher to reduce the risk of errors.

Research Validity : To mitigate threats to the overall research, we involved more than one
researcher, made the data available in the replication package, developed a protocol, and held
discussions among authors (Ampatzoglou et al. 2019). These strategies were adopted to en-
hance the transparency, replicability, and rigor of the study.

Despite our efforts to mitigate the validity threats, we acknowledge that the topic of
this mapping study has limited research, which reduces the confidence and generalizability of
our results. We also observed many low-quality papers lacking empirical evidence and poorly
executed from the perspective of scientific methodology.

3.2 CONCLUDING REMARKS

This chapter reports the results of a SMS on i18n and l10n testing. We searched primary
studies on the topic by querying the Scopus database, and by performing a backward snow-
balling cycle. We started with a set of 1073 papers and after applying our inclusion/exclusion
and quality evaluation criteria, we selected a final set of 18 primary studies that were used
as a basis for answering the posed research questions, and for identifying the main challenges
and opportunities in the field. Based on these findings, we decided to address the demand for
training novice L10n and i18n testers. In Chapter 4 our proposed approach to contribute with
the L10n and i18n testing community is described.
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4 L10N-TRAINER

From the results of the SMS we could further understand the main challenges faced by
the practitioners of L10n and i18n testing, as well as their needs. We decided to contribute
with the community by facing the challenge of training novice L10n and i18n testers. Since
the tests cases are developed and executed by testers, a good starting pointing is to aid the
training of the novice L10n and i18n testers in order to have hard skilled professionals. We
sought a company that professionally conducts L10n and i18n testing to carry out our study
in order to understand how novice L10n and i18n testers are trained in their environment and
how we could contribute to the improvement of this process. In this chapter we describe the
context where the study was performed and we introduce L10N-TRAINER1, the tool we
developed to assist in the training of novice L10n and i18n testing.

4.1 CONTEXTUALIZATION

The company where this study was conducted provides testing services to a smartphone
manufacturer. The products tested are designed to be marked worldwide, thus one of the
company’s tests team is fully dedicated to L10n and i18n testing, which has about 11 members
and has a testing scope of approximately 100 locales. In this context, the locales are prioritized
by tiers, so some locales receive more attention than others during testing activities.

The L10n and i18n testing team assures the quality of the software from new products
as well as maintenance and upgrades, from operational system versions (Android platform)
to mobile applications. The team is sometimes involved with the testing of products/software
that other teams from this testing company are not, mostly due the particularity of the work
performed by them. One of these activities is the quality assurance of marketing applications
and validations of texts from Play Store. Thus, the work performed by L10n and i18n testing
team is easily noticed by the end user.

Usually, for new products and Android upgrades there is a specific testing suite to verify
the functionalities from the software for all supported locales by the software, 101 locales. This
testing suite has about 2500 test cases, from which about 200 tests are manual and one of
them is an exploratory test. This testing suit is usually executed 2 times by product, once before
the product market release and another before the product receives a new Android version.
1 https://raquelcouto.github.io/L10N-TRAINER/



49

The automated test cases from this suite have scripts that are executed with the aid of tool
developed in house. Besides this test suite, there is also suites for regression and exploratory
tests. However, execution frequency of them is lower, usually once a year. Applications also
have specific test plans, the frequency of execution is higher due the maintenance of these
apps on Play Store. The test plan for apps, includes manual validation for app description used
in Play Store and validations related to the functionalities of the application for all supported
locales.

Annually, all testing scripts used by the L10n and i18n testing team need to be reviewed
for each Android released version in order to check if they are still functional. Besides that,
frequently, the automated test case scripts need to be updated due the variation in the features
from product to product or layout changes in the applications. When this happens during a
test suite execution, sometimes the time used to fix a script is higher than executing the
test cases manually. In these cases, the tester occasionally needs to execute the same test
case for several locales. This situation is a double-edged sword: the script validations are only
functional, which means that the script only checks if the applications are localized, verifies if
no crashes are observed under a specific locale, and checks data format issues. The manual
validation by a human can expose issues that are only observed by visual verification, such as
ellipsis, truncation, overlapping, term inconsistency, grammar related issues and RTL related
failures. On the other hand, the tester needs to be well-trained to easily identify these issues
in a language with which they are not familiar.

Besides the test suits mentioned previously, the L10n and i18n testing team also executes
further tasks with more manual interaction, such as visual validation of the longest strings on
the UI and retest of the reported failures.

4.2 PROBLEM

Santos et al. (Santos et al. 2020) state that internationalization tests are not as popular
as other types of tests, which makes it difficult for professionals to obtain resources, tools and
study material to rely upon. Quoting the authors, “training activities are usually affected by

the lack of information available about this practice and even skilled testers who started to

work in this particular context might face difficulties to understand the required validations”.
Normally, novice L10n and i18n testers first encounter this practice during the training stage.
Is common that the novice L10n and i18n testers have never heard about this type of testing
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before and even associate the name “localization” to tests related to map positioning.
In the context of the real industrial setting studied by us in this work, the training of novice

L10n and i18n testers typically involves their active participation in daily activities and the
execution of real test suites. A training test suite has about 800 testing cases, from this total
100 are meant to be executed manually whilst the others are automated. The main objectives
of the training are to familiarize the novice with the test cases executed by the team, teaching
them about the team tools/process and how to look into references for checking data format
issues. The problem with this approach is that very often the software version used during the
training phase is stable and the novice L10n and i18n testers might complete the training
without observing any real i18n/L10n failure. Besides that, since most of the test cases are
automated, the novice might not be well trained to perform manual testing, which is crucial
for L10n and i18n testing due the fact that there are issues that cannot be checked without
manual interaction.

Therefore, to ensure the quality of the localized software it is necessary to ensure the
quality of the training of novice L10n and i18n testers. It is important that the testers are well
trained so that they can distinguish real L10n/i18n faults from expected behavior. Motivated
by this problem faced by our industrial partner we developed L10N-TRAINER: a tool to
assist in the training of localization (L10n) and internationalization (i18n) testers.

4.3 SOLUTION

The tool developed in this work is proposed to be used for the training of novice i18n/L10n
testers. The potential users of L10N-TRAINER are testing practitioners, both experienced
testers (in the role of trainers) and novice L10n and i18n testers (in the role of trainees). The
main idea behind the tool is that of seeding realistic L10n/i18n faults to assist in the training
of novice L10n and i18n testers. Because real apps are used in the training, the novice L10n

and i18n testers get exposed not only to i18n/L10n failures, but also to manual testing and
exploratory testing concepts.

In globalized applications it is generally the case that the source language is English,
since most of the applications are firstly developed in this language. When all strings from
the application are final, their localization is done from English to the target languages that
shall be supported by the SUT. eXtensible Markup Language (XML) files are usually used
to store the string values for the source and target languages. The data stored in the XML
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Figure 17 – Example of XML files for an application.

(a) XML file for English strings. (b) XML file for Japanese strings.

Source: Created by the author.

files usually consists of the ids (unique for each string) and the values of the strings. For
instance, a software that supports French, Portuguese, Spanish and Greek, will have an XML
file containing the translated strings for each of these locales. In Figure 17 there is an example
of XML file for English (Figure 17a) and Japanese (Figure 17b) strings, the content the double
quotes are the ids for each string, the content highlighted in white are the values for these ids.
Depending on the language chosen by the user, the system will load the corresponding XML
data. In addition, there is also other types of strings files, such as JavaScript Object Notation
(JSON), which can be used for web and flutter applications.

For the development of L10N-TRAINER we decided to use Python as the programming
language due to its extensive library support and ease of handling different types of files. An
overview of the tool modules is displayed in Figure 18. Module user customization interface

is the interface with the end user, the trainer, by mean of it is possible to configure the
parameters for seeding an application to simulate L10n/i18n faults, later we describe the
steps and parameters available in L10N-TRAINER. From the user’s inputs the module
input analyzer verifies the provided parameters and validates if the XML file is adequate for
inserting the faults. Further explaining, the file might not contain translatable strings or have a
different format from XML. The main module of the tool is the fault seeder module, it seeds
the provided file with the number of faults chosen by the trainer, this module is more detailed
in the next subsections. To recompile the applications with the seeded faults, the module app

re-compiler is triggered, it will provide to the user a new version of the application containing
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the L10n/i18n failures.

Figure 18 – L10N-TRAINER modules.

Input Analyzer App re-compilerFault seeder

User customization
interface

Source: Created by the author.

4.3.1 Fault Seeding

The fault seeding process can be either manual or fully automated. In the case of manual
seeding, trainers have the flexibility to choose which faults to seed and their respective loca-
tions. The fully automated process is based on value mutation operators. Mutation testing is
a fault-based testing technique, the principle underlying it is that the faults used by mutation
testing represent the mistakes that programmers often make (Jia and Harman 2010). In this
sense, there are some types of mutation operators, such as: value operators that changes the
value of the code variables, decisions mutations that are logical or arithmetic operators are
changed to detect errors and statement mutations that occurs when a statement is deleted
or it is replaced by some other. In the case of our tool we used the value operator in order
to modify the values from the applications strings. This way it is possible to play around with
the strings size causing ellipsis, truncation, overlapping or even changing the string value to
another language in order to cause a missing translation. This way, trainers can control the
quantity and types of faults while leaving the decision of where to seed the faults to our tool.

Regardless of the chosen fault seeding strategy, L10N-TRAINER receives as input: a
target app, an XML file, and a list of faults to be seeded. For the fully automated fault
seeding process an additional parameter is a target language. This is required for translating
the original app language to the desired target language.
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4.3.1.0.1 Manual Fault Seeding

L10N-TRAINER receives the required input, that is the pair variables and values to
be altered, then it modifies the necessary files and compiles a new version of the target app
containing the i18n/L10n faults defined by the trainer.

4.3.1.0.2 Automated Fault Seeding

The process is analogous to that of manual fault seeding. The only difference is that L10N-

TRAINER will make use of the Google Translate API2 to translate some of the original app
strings to the desired target language. The tool will randomly choose the 𝑛 (where 𝑛 is chosen
by the trainer) strings to be modified, translate them and then overwriting their values into
the string file (XML or JSON). In this process, L10N-TRAINER can generate different
types of i18n/L10n failures, from mistranslated strings to overlap and ellipsis (since the UI
may no longer be able to support the size of the new strings).

After seeding the string file, the tool generates a modified version of the application. For
React Native apps a QR code is displayed on the screen, by reading this QR code with a
mobile phone is possible to load the seeded application. For Android apps the tool generates
a new apk by communicating with Android Studio, a path for the modified apk is provided on
the screen. Then, the application needs to be installed on the mobile Android phone. Finally,
the trainer delivers the mobile device with the seeded applications to the novice tester starts
the exploration in the searching the faults.

4.3.1.0.3 Dummy Applications

For supporting the training task, our tool is delivered with a set of dummy applications
that can be used by trainers to seed i18n/L10n faults and conduct training sessions with
novice L10n and i18n testers. The “dummy” apps are actually simplified versions of real
apps with limited functionality. They are specifically designed for training purposes to enhance
development skills and familiarize individuals with various aspects of app development. Due
to the open-source nature of many dummy apps, integrating them with L10N-TRAINER

requires minimal or no adaptation. L10N-TRAINER can seamlessly work with these open-
source dummy apps, leveraging their existing structure and functionality.
2 <https://pypi.org/project/googletrans/>

https://pypi.org/project/googletrans/
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Currently, L10N-TRAINER is delivered with two dummy apps: Vinted (Vinted), a react-
native open source application for clothing sales; and Barinsta(masuvern), an Android Insta-
gram client.

React-native apps can be tested with the aid of Expo Go (Expo Go), an open-source
framework for apps that run nativity on Android, iOS and the web. Expo Go allows us to use
the application remotely by creating a server and sharing the QR code generated specifically
for the target project. The use of the application anywhere is an interesting feature that can
enabled the remote training of novice L10n and i18n testers.

Therefore, any internationalized Android or React Native open-source application can be
seeded with L10N-TRAINER. The use of an internationalized application is needed since
the tool uses the strings files to generate the faults.

Figure 19 displays an example of i18n/L10n failures seeded on the Vinted app with the
use of our tool. The picture on the left contains an example of overlap and missing translation
issues. In the right picture an issue of i18n is shown since the money symbol is displayed
in Euro (€) and the application was set to pt-BR locale, that uses 𝑅$ as currency symbol.
Missing translation issues are illustrated in the strings ‘see more’, ‘home’ and ‘inbox’ that were
left in English. Please note that the inclusion of a high number of seeded faults in a single
screen app is for illustrative purposes only. In actual use scenarios, trainers may prefer to seed
a single fault strategically placed within the app screens.

4.3.2 Walkthrough

In this section we present the L10N-TRAINER UI and describe how to use it. Figure
20 displays the main screen of the tool.

Before conducting a new training session, the trainer should choose a mobile application to
be seeded, and configures L10N-TRAINER to seed it with L10n/i18n faults. The trainer
plans the type of failures (e.g Ellipses, truncation, overlapping) that will be inserted in the app
and where in UI they are going to be displayed.

The trainer provides the path for the chosen application’s string file that will be modified, for
example choosing the file containing the German strings from an application(#1 in Figure 20,
Path to string file).

Next, the trainer defines the number of random faults to be seeded in the training app
(#2 in Figure 20, Number of random faults). By default, if the trainer leaves this field
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Figure 19 – i18n/L10n failures in the application Vinted.

Source: Created by the author.

empty the number of random faults will be zero and no random faults will be inserted into
the application.

In case the trainer wants to seed random faults, the next step is to select the language into
which the strings will be translated to(#3 in Figure 20, Target language for translation).
A list of languages is loaded, allowing the trainer to choose the specific language to be used
for translation (Figure 21). For instance, if the trainer has chosen the German string file and
wants that the 𝑛 random faults be generated in French, this language should be selected in
this field.

Finally, the trainer can insert faults manually (#4 in Figure 20, Manually change string

values). In that case, the manual edition of the strings will be allowed (#5 field in Figure 20),
when the chosen file is loaded all the strings from the file are loaded in that field.
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Figure 20 – L10N-TRAINER UI.

Source: Created by the author.

Figure 21 – L10N-TRAINER languages selector.

Source: Created by the author.

The trainer can decide to seed the faults automatically, manually, or by combining the
two approaches. After performing all the configurations the trainer can click in the button
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‘Generate seeded faults’ (#6 in Figure 20) to generate a new version of the app with the
selected seeded L10n/i18n faults.

If the application selected for the user is a React-Native application, a UI containing the
QR code that leads to the application will be loaded (Figure 23. For Android application, a
path for the generated apk file will be provided.

Finally, when the seeded application is generated, the trainer schedule a training section
with the novice L10n and i18n testers and then a feedback section to discuss about the failures
found or not found, the full process is illustrated in Figure 22.

Figure 22 – Training steps with L10N-TRAINER approach.

The trainer plans what
types of faults/ how
many and where to
insert in the training

app

The tool insert the
faults in the app

The trainer
delivers the app
for the trainee to

search for the
bugs

The trainer provides
a feedback section

about the bugs found
by the testers

Source: Created by the author.

Figure 23 – QR code generated for React Native applications.

Source: Created by the author.

4.4 CONCLUDING REMARKS

In the previous Chapter, we presented a SMS in the field of (L10n) and (i18n) testing.
One of the main challenges identified was the lack of tools for supporting the practice. None
of the few tools presented in the Chapter was target to aid in the training of novice L10n and
i18n testers.
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This chapter has presented L10N-TRAINER, a novel tool designed to assist in the
training of (L10n) and (i18n) testers. The tool seeds (L10n) and (i18n) faults in Android
or react-native applications in order to simulate real L10n and i18n testing failures, allowing
that the novice L10n and i18n testers trained with applications seeded by it to be presented
these faults during their training stage. Our tool addresses the challenge of effectively training
novice L10n and i18n testers to ensure that the software meets the requirements of diverse
cultures and languages.

Since we could not find in the literature any tool to compare L10N-TRAINER against,
we could not include a related work section in this work. However, in the next Chapter, we
present the results of an empirical study with L10N-TRAINER in a real industrial setting.
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5 EVALUATION

For assessing the usefulness of L10N-TRAINER we conducted an evaluation in the
context of manual testing in a real industrial setting. In this chapter we describe the empirical
study design and the results obtained. The replication package of our empirical study design
is available online1.

5.1 PREPARATION

5.1.1 Study design

The objective of our evaluation was to assess the effectiveness of L10N-TRAINER

for training novice localization and internationalization testers. In particular, we defined the
following research question:

RQ1: How effective is L10N-TRAINER in the training of novice L10n and i18n testers
in the context of manual testing?

To answer the posed research question we aimed to design an empirical study replicating
the target real-world scenario where the L10N-TRAINER would be employed: an industrial
environment engaged in L10n and i18n testing and tasked with training novice L10n and
i18n testers. For this empirical study, we had to recruit inexperienced testers and we had the
cooperation of a real industrial setting that performs L10n and i18n testing on mobile devices.

To evaluate the effectiveness of L10N-TRAINER when compared with the traditional
methodology applied by our industrial partner, we followed these preparation steps:

1. Seeding faults in the training app. We used L10N-TRAINER to seed L10n faults
in a dummy application, hereafter referred as training app.

2. Seeding faults in the testing app. We asked the development team of the part-
ner company to intentionally introduce analogous L10n faults into one of their official
applications, hereafter referred as testing app.

1 <https://github.com/RaquelCouto/Msc-L10N-Trainer>

https://github.com/RaquelCouto/Msc-L10N-Trainer
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3. Recruiting and dividing participants into groups. The participants of our study were
employees from the industrial partner. They were recruited through a Google Forms and
divided into two groups.

For selecting the training application (step 1), we considered the criteria of the number of
screens of the app. We needed the application to be neither too extensive nor too short to be
explored within the available time for the empirical study.

For selecting the official application to be seeded for the empirical study (step 2), we opted
for an application that was accessible on all the available devices, ensuring that it had identical
features on all the smartphones. The smartphones used in the empirical study were provided
by the industrial partner.

Concerning step 3, the participants of the two groups were asked to perform exploratory
tests looking for L10n issues on both apps. In order to minimize order effects and ensure a
balanced distribution of conditions, we used the Latin square design, which involved changing
the order of exploration of the test applications. The first group was initially introduced to the
training application and then introduced to the testing application. The second group, on the
other hand, was first trained with the testing application and then introduced to the training
application. We followed this approach to validate the effectiveness of the training application
against the traditional methodology (testing application) adopted by the company. In theory,
our tool enables testers to learn about localization testing and identify issues by exposing them
to failures found during this type of testing in their training stage. Therefore, our approach
facilitates the assimilation of failures in production software for novice L10n and i18n testers.
In contrast, the traditional training methodology may not allow testers to identify failures since
the software is stable. This implies that experienced testers have been testing this software,
and failures are not easily identified by novice L10n and i18n testers.

5.1.2 Seeded applications

The usual training methodology in the context where the empirical study was executed
consists in executing about 100 manual test cases related to multiple applications available
in the mobile devices. Since the time available for the empirical study execution was limited
due to the participants’ availability, we could not reproduce the exact same scenario. Thus, we
decided to use only one of the applications tested during the traditional training methodology.
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The reason to choose Moto application (detailed later) was to have an application within the
similar size of the training application: the app should not be too extensive in order to allow
the novice testers to perform an exploratory test session in the available time. Next we briefly
describe the applications used in the evaluation.

5.1.2.1 Vinted

Vinted (Vinted) is a react-native open source application for clothing sales. Figure 24
displays some screenshots of Vinted application. This application was used in the empirical
study as the training app for training novice L10n and i18n testers.

Figure 24 – Screenshots from Vinted application.

Source: Created by the author.

5.1.2.2 Moto

Moto is an Android application developed by our industrial setting collaborator. The app
is targeted for mobile devices and provides tutorials and settings related to the experiences
offered by the mobile phone. In Figure 25 it is possible to see some screens from the Moto
application.
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Figure 25 – Screenshots from Moto application.

Source: Created by the author.

5.1.3 Seeded faults

For the empirical study we decided to seed both applications with two faults. The seeded
faults needed to be similar in both apps in order to facilitate a more accurate assessment of
the effectiveness of L10N-TRAINER for the task of training of novice testers.

For our evaluation the applications were explored with either French or Portuguese (the
native language of the participants). We chose to avoid complex languages with intricate
alphabets and complex characters as we did not want to subject the participants to a highly
challenging task in their first contact with L10n and i18n testing. Choosing a language with
non-American Standard Code for Information Interchange (ASCII) alphabet characters, for
example, would had made the empirical study way more difficult than needed to be since the
participants were not familiar with the training application. In fact, in that industrial setting,
until the novice testers get used to the UI of the applications they tend to use their native
language to perform exploratory tests.

Concerning the types of faults seeded, we decided to seed the applications with a incon-

sistency of terms and a language related issue. Such a decision was mainly motivated by
the limited time available for the execution phase of the evaluation. For more complex issues
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Figure 26 – Issues seeded in Vinted application.

(a) Vinted seeded issue 1. (b) Vinted seeded issue 2.

Source: Created by the author.

like data-format we would need more time to show how to check the correct date pattern in
the references. Naturally, in a normal training section with more time available, this would be
addressed.

Figure 26 displays the faults that were seeded in the training app. In French there is a rule
to have space between the word and its punctuation, and such a space is missing between the
word ’minutes’ and the colon in Figure 26a. In Figure 26b, there is an inconsistency. The word
’tout’ does not start with a capitalized letter whilst all the other elements from the screen are
following this pattern. In Figure 27 it is possible to see screens from Vinted application that
have the expected behaviour for both faults.

Since we wanted to evaluate the effectiveness of the training app in the training of novice
L10n and i18n testers, we seeded the Moto application with similar issues. Figure 28 displays
highlighted in the red color the seeded faults for this application, 28-a similar to 26a and 28b
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Figure 27 – Expected behaviour for the faults seeded in Vinted app.

(a) Vinted expected behaviour for issue 1. (b) Vinted expected behaviour for issue 2.

Source: Created by the author.

similar to 26b. The expected results for the screens are highlighted in green in Figure 29.

5.1.4 Participants

To conduct our evaluation, we recruited participants from our partner’s industrial setting.
Specifically, our focus was on novice testers who had no prior experience with L10n and i18n

testing. To invite participants, we created a recruitment form with a total of eight questions.
Four of these questions were demographic, while the remaining were aimed at assessing the
participant’s suitability for our study. The questions from the recruitment form are displayed
in Table 4.

Regarding the eligibility questions, EQ1 and EQ2 were employed to assess the participants’
proficiency in software testing and exploratory testing, respectively. If there were discrepancies
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Figure 28 – Faults seeded on Moto app.

(a) Moto seeded issue 1. (b) Moto seeded issue 2.

Source: Created by the author.

Table 4 – Recruitment form with Demographic questions (DQ) and Eligibility questions (EQ)

ID Question Type

DQ1 Name Text
DQ2 Age Numeric
DQ3 Gender Multiple-choice
DQ4 Educational background Multiple-choice
EQ1 How do you evaluate your knowledge in software testing? Likert scale
EQ2 How do you evaluate your knowledge in exploratory testing? Likert scale
EQ3 Have you ever executed L10n and i18n testing professionally? Yes/No
EQ4 Have you ever studied French? Yes/No

Source: Elaborated by the author.

in their proficiency levels, it would be necessary to segment the groups to ensure level calibra-
tion. EQ3 and EQ4 served as an exclusion criterion for our study, as participants should not
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Figure 29 – Expected behaviour for the faults seeded in Moto app.

(a) Moto seeded issue 1. (b) Moto seeded issue 2.

Source: Created by the author.

have had prior professional experience with L10n and i18n testing or previous knowledge in
the French language.

Ten participants completed the recruitment form and voluntarily agreed to participate in
our study. The age of the respondents ranged from 23 to 42. 80% identified themselves as
from the masculine gender. Concerning the educational background, only 3 respondents had
a background related to Information Technology (IT), the others had different backgrounds.
Furthermore, the participants had no previous knowledge in the French language, which an
important aspect for the study since it would lead the groups to have different performances.
Table 5 displays the demographic information of the participants. To preserve the participants
identity, their names were replaced by identifiers (P1 to P10).

Regarding the eligibility questions, the participants considered themselves as beginner to
intermediate in software testing and exploratory testing. Thus, we decided to drawn the groups
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Table 5 – Participants Demographic information

Participant Age Gender Educational background

P1 23 F Law
P2 25 M Electrical Engineering
P3 30 F Graphic Design
P4 32 M Computer Science
P5 42 M Biomedical Engineering
P6 31 M Civil Engineering
P7 27 M Computer Science
P8 29 M Civil Engineering
P9 29 M Digital Games
P10 31 M Production Engineering

Source: Elaborated by the author.

Figure 30 – Level of experience of the participants in Software testing and exploratory testing.

(a) Experience in Software testing. (b) Experience in Exploratory testing.

Source: Created by the author.

randomly instead of considering their testing levels. The graphs from Figures 30a and 30b
display the overall answers of the participants’ proficiency. With respect to EQ3, no participant
claimed to be previously involved with L10n and i18n testing. Hence, all of the respondents
were eligible to participate in our study.
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5.1.5 Procedures

For the study execution, we prepared 10 smartphones: 5 of them with the training app
Vinted and the other 5 with the testing app Moto. This was done to ensure that participants
would only interact with one app at a time, either the training or testing app, during the study
phases. All smartphones were configured with French as the system language.

Our study was planned to run for a total of 3 hours, following the schedule displayed in
Figure 31. The schedule was divided into four main sessions: an opening session, two testing
rounds, and a closing session.

In the opening session, the participants are gathered in room 1. The first 30 minutes of
the empirical study are allocated to initial training. This initial presentation has the purpose
of introducing them to the practice, as the participants have no prior knowledge in L10n and
i18n testing; therefore, the most common failures found during the execution of this type
of test need to be presented. The presentation used during this step is documented in the
empirical study replication package.

Subsequently, the initial training groups are drawn. Group A stays in room 1, and group B
is sent to room 2. The empirical study is guided by two trainers in each room.

Next, in the first testing session (Round 1), the participants from group A are instructed
to perform exploratory testing on the training application to find i18n and L10n failures. For
every failure found, they have to take a screenshot of the issue. In total, the time available
for this task is thirty minutes. Meanwhile, group B is instructed to start the exploration on
Moto with the same objective, and they also have thirty minutes to explore the app. It is
important to highlight that exploratory testing is conducted individually by each participant in
each group.

After the exploratory testing, the participants have fifteen minutes for bug reporting. To
easily identify the bugs found by each participant, they need to log into their email accounts
on the smartphone and send a screenshot of each failure found along with a brief description
of the issue via chat. If the participants need more time for bug reporting, we would give
them additional minutes to ensure no possible true bug found by them is missed. While the
participants are reporting the bugs, the author of this dissertation is analyzing the failures
reported to classify the true or false bugs found by the participants.

When the bug reporting section ends, we start the feedback section. During this step,
we provide feedback about the true positive bugs (the ones that were seeded by us) and the
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Figure 31 – Empirical study schedule.

Room 1

Presentation of the most common failures
30 min

Exploratory testing section on Vinted Exploratory testing section on Moto

Group A Group B30 min 30 min

Bug reporting Feedback section
15 min 15 min

Bug reporting Feedback section
15 min 15 min

Room 1
All participants

Room 2

Opening

Round 1

Room 1

Exploratory testing section on Moto Exploratory testing section on Vinted

Group A Group B30 min 30 min

Bug reporting Feedback section
15 min 15 min

Bug reporting Feedback section
15 min 15 min

Room 2

Round 2

Closing section

Filling the evaluation forms 15 min
Feedback about the study 15 min

Room 1
All participants

Source: Created by the author.

false positive bugs found in each app (failures that they thought were issues but were not). In
this opportunity, the participants have the chance to clarify any doubts they have about the
failures.

Following the feedback section for both groups, the participants are instructed to log out
of their accounts used for bug reporting and to delete all screenshots from the devices, due to
the fact that the groups need to exchange the smartphones.
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In the second testing session (Round 2), group A is instructed to perform an exploratory
test on the Moto app looking for i18n and L10n failures, while group B starts the exploration
on the training application. Once again, the groups have thirty minutes in total for this task.

The bug reporting of Round 2 starts after the thirty minutes exploratory section. The
participants follow the same protocol as in Round 1: logging into their email accounts on the
smartphones, reporting the failures in the chat with a brief description of the issue. After the
bug reporting from each group, we have another feedback section to discuss the true positive
and false positive bugs found.

Finally, in the closing session, we reunite all the participants in room 1 and ask them
to answer a form about the empirical study. When they complete the form, we explain the
purpose of L10N-TRAINER and the usage of the applications seeded by it. We also invite
the participants to provide any feedback about the empirical study and the training application.
Furthermore, we relate the elaborated questions and results for this last step in Subsection
5.3.2 of this Chapter.

5.2 EXECUTION

5.2.1 Pilot

Before the official execution we ran a pilot of the empirical study to analyze the level of
difficult of it, find holes and flaws in order to adjust those elements for the official execution.
For the pilot we invited the two novice testers that were involved with the L10n and i18n

testing team activities since Apr/2023 (3 months of experience). Since the testers had been
involved with the practice it wasn’t needed to explain the practice and its most common
failures. The two testers performed the Pilot following the same steps describe in Table ??.

Discussing about the performance of the testers, both of the them were able to find only
one of the seeded faults on the training application (Figure 26b). An interesting discussion
topic is the fact that the testers did not find the bug from Figure 26a, they mentioned to don’t
know that French language had this rule to use space between the word and the punctuation.
This fact highlights that the testers were able to learn something new with the training app
during the pilot section. Although being involved with the L10n and i18n testing activities for
three months this was not addressed in their activities during this period.

Regarding the faults on Moto the testers were not able to find any of the faults seeded.
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Initially, for the pilot empirical study we had seeded the failure illustrated in Figure 28a and
another one that was related to capitalization in an application name. However, during the
pilot execution, the participants considered this last one very difficult to find. Thus, with this
feedback we decided to replace it for the one from Figure 28b. To achieve the failure from
Figure 28a, the tester needed to perform a tutorial and be attentive to the punctuation during
the tutorial screens.

Another important consideration regarding the pilot is that we made some adjustments to
the training application based on the failure reports provided by the testers during this initial
study. This helped us reduce the number of false positives found in the official empirical study.

After finishing the pilot we take a time to discuss with the testers about the purpose of the
empirical study and enjoyed the opportunity to ask their opinion about the app, they declared
that the app would have been very helpful in their initial training when they first started they
activities on the team.

5.2.2 Official execution

In the execution day 9 participants showed up in the scheduled time. The tenth participant
(P10) gave up of the empirical study without notify us, due this under-reporting we did not had
time to find another participant for replacement. Thus, we decided to follow up the execution
with the nine volunteers: 5 participants for group A and 4 for group B. The groups draw and
number of participants for each was conducted through a random draw. The schedule of the
official execution followed the steps from Table ??

5.3 RESULTS

In order to evaluate the effectiveness of L10N-TRAINER in training novice L10n and
i18n testers, the number of true bugs (TB), the ones that we seeded on the app, found per
group in each app was considered as measure metric. Table 6 contains the number of true
bugs found from all the participants by app, for a better visualization of groups, the results
from group A was highlighted in blue color. The latest 2 rows of the Table contains the results
per group.
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Table 6 – Number of bugs found by participants in each group and for each app

Group A Group B

Participant Round 1
(Vinted)

Round 2
(Moto)

Participant Round 1
(Moto)

Round 2
(Vinted)

P1 1 2 P3 0 1
P2 0 0 P4 1 1
P6 0 1 P5 1 0
P7 0 1 P9 1 1
P8 1 1

2 5 3 3

Source: Elaborated by the author.

5.3.1 Results Discussion

Following, we discuss our findings about the empirical study and the key observations from
each group based on the results from Table 6.

5.3.1.1 Key observations about group A

(KO1) Key observation #1: Stability or improvement. From Table 6, is possible to
note that group A, that was firstly trained with Vinted application, showed an improvement in
the number of faults found by the team, increasing from two true bugs found on the training
app to five bugs on the Moto application.

(KO2) Key observation #2: Improvement of 150% in the total number of true

positive bugs found. From K01 we can estimate that the performance of the group that
used the training application as first contact with L10n and i18n failures was improved in
150% by increasing the number of true bugs found from two to five in total.

5.3.1.2 Key observations about group B

(KO4) Key observation #3: Stability or worsening. In contrast with group A, the
second group showed stability in the total number of true bugs found.

(KO5) Key observation #4: No alteration in the total number of true positive

bugs found. Additionally to K04, the results from Table 6 shows an stability in the total of
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bugs found by the group: 3 bugs on Moto and then 3 bugs on Vinted. That indicates that
initially training the novices with a more complex application like Moto as the first contact
with L10n and i18n failures might be harder for the tester to assimilate the issues as using a
more simpler playful application as the initial contact with the practice.

General observation

(KO5) Key observation #5: No participant found 100% of the fails in the training

app. None of the participants were able to find the 2 failures seeded on Vinted application.
The only issue found was the one from Figure 26b. The failure from Figure 26a was unnoticed,
which is a curious fact, since Brazilian Portuguese is the native language from all participants,
in this idiom there is no space between punctuation and word, this French rule should be odd
to their eyes.

5.3.2 Qualitative Evaluation

Beyond the quantitative evaluation we also elaborated a form to qualitatively evaluate
the use of the training application seeded with L10N-TRAINER, for assessing this, four
questions were elaborated. We used the Likert scale with answers varying in a range from 1
to 5, where 1 means strongly disagree and 5 means strongly agree. Following the questions:

1. (Q1) Do you consider that the L10N-trainer app used during the empirical study helped
you find faults more easily? If you haven’t found any bugs in the Moto app, reflect on
whether the faults encountered during the training with the L10n-trainer are similar to
the issues found in the real context of localization testing

2. (Q2) Do you consider that the bugs found in the L10n-trainer were similar to those
encountered during the execution of the exploratory testing in the Moto app? If you
haven’t found any bugs in the Moto app, reflect on whether the faults encountered
during training with the L10n-trainer are similar to the issues found in the real context
of localization testing

3. (Q3) Do you consider that the use of the L10N-trainer app along with the feedback
received from the trainer helped you better discern actual Localization issues?

4. (Q4) Do you think the L10N-TRAINER tool should continue to be used in training
novice L10n and i18n testers?
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Figure 32 shows the Likert scale plot with the answers for all questions. In the first ques-
tion we wanted to evaluate the feeling of the participants about L10N-TRAINER in their
training. Five of the participants answered that they strongly agreed with the affirmation from
Q1 and four of them showed an agreement level. Thus, considering the participants’ feedback,
the use of Vinted app was relevant to their training.

Figure 32 – Results from the qualitative evaluation.

Source: Created by the author.

The second question was elaborated in order to investigate if the similarity of the bugs
seeded on the training application was in fact close with the ones from Moto. Most of the
participants “strongly agreed” or “agreed” that the failures were similar, only one participant
indicated to neither agree or disagree with the similarity between the bugs.

To investigate the effectiveness of the trainer’s feedback aligned with the use of the Vinted
app during the training, we elaborated the third question. Eight participants answered that
strongly agreed with the affirmation showing that the feedback of the trainer during this stage
is important to better distinguish the failures. This assertion also reinforces that the trainer can
construct a more directed training, making sure that some topics that might be missing during
the traditional training are addressed in the training stage. For example, testers from the pilot
empirical study affirmed that they did not know about the French punctuation particularities,
even after being on the team for 3 months. This topic could be addressed in future training
sessions for novice testers using the training app.

Lastly, we sought the participants’ opinions on the viability of L10N-TRAINER for the
task of training of novice L10n and i18n testers. Thus, we developed the fourth question. The
answer for this question was unanimity, all participants strongly agreed that the tool should be
used on the training of future novices L10n and i18n testers. Which indicates their satisfaction
with the training application used in their training.

We also left a space for optional feedback to allow the participants sharing their thoughts
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about the application and the empirical study in general. The participants were very partici-
pating in this field, in total 6 of them provided feedback. P9 wrote: “I think the training was

very comprehensive, it was possible to cover all the points, I can’t think of any suggestions. It

definitely helped me get a more specific idea of what the Globalization team does.” Discussing
about the last statement of P9, as mentioned before in Chapter 2, L10n and i18n testing is
not as popular as other types of testing which is clearly noticed in the participant’s words, the
practice is sometimes unknown by collaborators within a company itself.

Following, three reviews were related to the number of screens from the training application,
P2 declared: “I believe that developing more screens related to the profile menu options of

the app would allow to adding more details to be discovered. Overall, the idea and conception

of the app are very good, it fulfilled the purpose of the application.” In addition, P3 wrote:
“I found the app quite nice, actually. Maybe a few more tabs and more errors that were

present in this version”. In the same line of thinking P4 said: “The app could display more

localization errors to help testers identify the most common faults where it might appear”.
All three participants suggested for the training app to have more screens, in future we plan
to have more open-source applications with more complex operations and screens to seed
with L10N-TRAINER. Discussing about the last statement from P4, in order to make the
empirical study more real, we preferred to not introduce too many faults on the application,
that would make the empirical study unrealistic, since usually the applications do not have a
higher number of L10n and i18n, unless when they are under initial development stage.

Beyond the suggestions about expanding the application, the remaining two comments
included a similar observation about their experience with the application. P8 declared: “I

think the app is very good and intuitive, so the trainer can add various specific faults for the

person in training. If it’s improved with more available and interactive screens, it will become

a very useful and facilitating tool in training. My biggest difficulty was that I didn’t have much

knowledge in the field of globalization, so I encountered possible issues but wasn’t sure if it

was actually an issue or not”. In this line of thinking of the last phrase of P8, P5 commented:
“I believe that the implementation of a virtual environment for sharing the results found by

each participant would be very valuable for the purpose of self-assessment and individual self-

correction.” Both participants expressed challenges in confidently distinguishing true bugs from
false positives and desired a form of self-correction feedback.

At last, in the end of the empirical study, we chatted with the participants about their
initial training process experience in the industrial settings and the possibility of using this
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same approach on other testing teams, not only for i18n and L10n testing team. They showed
excitement with the idea and related that in some testing teams they face the same problem
in being trained with stable applications and concluding the training phase without observing
any failure related to their testing area.

5.3.3 Threats to Validity

Following the assertions on how valid the results are and whether we can generalize them
to a larger population are discussed.

Internal validity: With a small number of participants, the results may not be generalized
to a larger population. The observed effects could be due to random variations rather than rep-
resenting a real trend. We need to perform the empirical study with more participants to make
our results even more reliable. Besides that, the fact that the group A had more participants
than group B could influence on the overall results of the empirical study, even considering
the fact that the participant P2 from group A had favorable results to the group. In order to
avoid any bias related to that, the number of participants of the groups and their members
were chosen by random draw. Another important threat is the individual characteristics of the
participants, this could influence in their performance, giving more advantages for a team over
another. To avoid that, in a new experiment we could balance the levels of the groups based
in the participants of each.

External validity: Since our approach can be used not only for mobile applications, but
as well for system and web apps. The replication of this study is not limited to the industrial
environment were this empirical study was carried out, the study can be adapted to others
software and devices.

Conclusion validity: A common conclusion validity threat is the violation of the assump-
tions of the statistical methods used. In our empirical study, due time constraints and size
of apps restrictions, we used only 2 bugs, by finding one of then the participant had already
found half of the bugs seeded. Although the observed significant results in our study are in
line with our expectations, an empirical study with more complex applications and more days
available for the empirical study should be conducted to minimize this thread.
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5.4 CONCLUDING REMARKS

In this Chapter we described the planning, execution and results of our evaluation to assess
the effectiveness of L10N-TRAINER for the task of training novice L10n and i18n testers.
We designed a study with two groups: one used a training application seeded with L10N-

TRAINER and then executed exploratory tests in an official application developed by the
company partner. The other group did the opposite, by starting the training on the traditional
official app and then exploring the training application. The group that was first exposed to
the app produced by L10N-TRAINER improved their performance by 150% in the official
app when considering the number of true bugs found. Besides that, the only participant that
was able to find 100% of the true bugs in the official app was a participant that was first
exposed to L10N-TRAINER.
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6 CONCLUSION AND FUTURE WORK

Our research contributes to the field of software testing by bridging a gap between theory
and practice in L10n and i18n testing education. L10N-TRAINER, the tool developed
in this work, offers a practical solution for addressing the challenges faced in training novice
testers in L10n/i18n. In addition, the SMS conducted and reported in Chapter 3 contributes
with the testing community by being a guideline of the main challenges faced by L10n and
i18n testers, highlighting opportunities for further research.

The development and continuous improvement of L10N-TRAINER is an important
step forward in assisting the training of L10n and i18n testers, ultimately contributing to the
quality of globalized software. By providing hands-on experience on real apps with carefully
seeded L10n/i18n faults, L10N-TRAINER helps testers to effectively identify potential
faults related to language and cultural conventions, thus enhancing their overall skills and
knowledge in the domain of L10n and i18n testing.

6.1 MAIN FINDINGS

From the SMS reported in this work we could identify the main challenges faced by L10n

and i18n testers: lack of support material, lack of tooling support, testers training & qualifica-
tion and unbalanced support for different locales. Aligned with these challenges, we identified
also some opportunities: development of tools for supporting the practice, producing support
material and exploration of the use of new technologies, such as Large Language Models
(LLMs) in the context of L10n. Particularity, our work embraces these opportunities by devel-
oping a tool for training novice L10n and i18n testers and by delivering the SMS itself.

The empirical evaluation of L10N-TRAINER showed that the use of our tool improved
the performance of the group of participants that was first introduced to L10n and i18n testing
with an application seeded by the tool. The group that was first introduced to the practice
using the traditional methodology used on the company demonstrated stability or worsening in
the results, whilst the group training first with the training application improved their number
of true bugs found, from 2 to 5 true bugs. In addition, the participants showed interest in the
adoption of a similar approach in the training for their testing teams. The adoption of our
approach in the training of novice testers, not only for L10n and i18n testing, but for other
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teams (by seeding faults related to their practices) could enhance the learning experience of
the novice tester and consequently professionals skills.

6.2 FUTURE WORK

Moving forward, our future work will focus on expanding L10N-TRAINER capabili-
ties, incorporating additional dummy applications, and refining its user interface. Additionally,
broader evaluation of our tool can provide valuable insights into its real-world effectiveness
and potential for widespread use. In particular, we want to conduct an evaluation from the
perspective of the trainers to assess their experience using our tool.

In our efforts to expand our approach we plan to do the “gamification” of the training app,
to make it more didactic. We plan that by clicking on the spot of a possible i18n or L10n

failure on the screen, the application instantly provides a feedback about the issue informing
if it is a true or false bug, also providing information about it.

We also plan to continue contributing with the L10n and i18n testing community by
researching and developing solutions for the challenges not addressed in this work, in particular
the development of tools to aid the execution of automated L10n and i18n testing as proposed
in (Couto and Miranda 2022; Felipe and Miranda 2023).
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